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1 Abstract

Computer programming languages are the primary platform for communicating computer sci-
ence concepts and ideas. Learning a programming language gives you the ability to read and
write code. Understanding different syntax and semantic behaviour gives a wide scope for un-
derstanding the possibilities when approaching a problem and considering its solutions. This
report explores the development of a website which has been specifically designed to expose both
students and teachers to a wide range of programming languages.

2 Introduction

Computer Science is not an easy subject to teach at any level because unlike many other formal
subjects, Computer Science lacks a well understood rigorous definition[1]. Many teachers do not
have a formal education of sufficient relevance and coverage. Because of this, students may not
gain a wide level of exposure to correctly explained computer science concepts and in general be
left with a very poor opinion of the field. If teachers lack confidence, so too will students.

3 Background

Many teachers do not know about the different programming languages that are available. Be-
cause of this, students are missing worthwhile learning opportunities and have to deal with
the consequences of the teacher’s choices. These include proprietary lock-in, poor interactivity,
limited extendability and poor documentation, to name a few.

Understanding the differences between major programming languages and how they relate to
each other is important for the development of a complete understanding of computer program-
ming. Merleau-Ponty in his book ‘Phenomenology of Perception’[2] discusses the ‘Frontality of
Experience’ and how this applies to scientific understanding. In modern Computer Science ed-
ucation, students are often only taught that which is specifically required to advance to other
areas. In general, this leads to a very shallow understanding of Computer Science concepts and
how they relate to each other.

By exposing students to more than one language, especially when similar concepts are expressed
in different semantic interpretation or syntactic declaration, we are empowering them to step
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back and construct a more complete understanding of the concept. This leads to a much deeper
understanding of both specific and related concepts.

Teaching programming in an educational context involves many elements.

• The syntax must be easy for both writing new code and reading existing code.

• The conceptual load must be sufficiently low so that students can learn few concepts at a
time.

• High quality and easily accessible documentation for language features and libraries.

• Easy to execute programs which encourage code reuse and structured source code.

• An easily accessible educated community of people who support the language and its use.

• Educationally relevant lesson plans and supporting resources designed for use in schools.

No one language on its own fulfils all of these criteria, but there are many languages which meet
some or all of these criteria in different ways. Sometimes the teaching material or learning goals
dictates the set of available languages or their relevance to in an educational context.

Because there is no one right answer, both teachers and students are expected to evaluate pro-
gramming languages on a case by case basis. This can be as simple as choosing JavaScript
for embedding in a webpage, or using C for game development. However, without the right
background and knowledge about the available choices, this decision can be difficult.

There are many existing resources which list available programming languages. Wikipedia has
a list[3] of programming languages that is highly comprehensive and fairly accurate, but its
comprehensive coverage is also its weakness; it covers a large number of programming languages
which are simply not relevant in todays educational environment. RosettaCode[4] is a wiki with
many examples of programming languages for comparison purposes, but it does not offer any
guidance or advice about said languages, and the implementations are often of poor quality.
Although these sites are extensive in their scope, they do not provide sufficient support for
helping teachers and students choose a programming language.

Many sites exist which advocate specific languages for use in education[5][6][7], and in general,
many sites exist advocating specific languages for use by beginner programmers. There are even
several online pages[8][9] which compare and contrast languages to varying levels. Because these
sites generally only focus on one language, they don’t provide balanced points of comparison
with other programming languages.

I believe that none of the above sites are generally suitable for use in the classroom. An educa-
tional resource has to be conceptually focused, well organised and relevant.
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4 Method

A good way to reach a wide audience is to publish a resource online. There are also a number of
benefits to this kind of format: it can be updated and improved quickly and it is easily accessible
to many people without the need for physical distribution. Online resources can also be easily
linked to other online resources, and given the affordance of a modern web browser, can have
various interactivity features.

However, in order to engage teachers more directly, a physical resource that can be used in the
classroom is also valuable. There are many options: books, posters, stickers, games, activities.
In many cases, it is possible to have these offline resources link through to an online resource
which provides extended information.

4.1 Website

Initially content was integrated with the main Orion Transfer[10] website. Several pages were
developed: a programming language comparison chart, an evaluation of Ruby as a programming
language for use in education, a video discussing the use of Ruby in an educational context and
a collection of links relevant to teaching and learning Ruby.

After receiving initial feedback and considering options, a separate website called ‘Program-
ming Dojo’ was incrementally developed over two months[11]. Further feedback was continually
solicited over this period through online mailing lists and offline discussions.

The title ‘Programming Dojo’ was chosen due to the nature of our goal: Programming is a
pathway to a greater understanding of the universe (in a metaphysical sense). The word ‘Dojo’
is actually pronounced ‘Dou-Jyou’, and written in Japanese Kanji ‘道場’; a crude translation:
‘Dou’ means pathway, and ‘Jyou’ means place. ‘Programming Dojo’ simply means the place
where one can start on the pathway of programming.

The website currently consists of several sections:

• A front page which has been designed to draw people into the site (see figure 1).

• A page for each major programming language which has a brief description, example code
and external links (see figure 2).

• A page for each key terminology used for describing computer programming languages.

• A set of study resources relevant to computer programming (still under development).

• An educationally relevant programming language comparison chart (see figure 3).

• A page for teachers about the programming language posters which includes a freely down-
loadable version of the posters.

I designed the site using relevant modern standards (HTML5, CSS, JavaScript, etc). Utopia[12]
(a free and open source content management framework I developed) is used to simplify the
construction and ongoing development of the site. To this end, Git[13] is used for version control.
Due to the dynamic nature of a website with a lot of information, it is useful keep track of changes,
and manage external dependencies.

The source code syntax highlighting on the site relies on jQuery.Syntax[14] (a free and open source
JavaScript syntax highlighting algorithm which I also developed). Several additional syntax
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brushes were developed specifically for the site including: pascal, perl5, haskell, smalltalk
and java.

The front page uses Quicksand[15] to provide an interactive list of programming languages. The
logos for the languages were compiled from the respective languages, and when no logo was
available I have chosen an image which I feel is relevant.

The initial set of source code examples were derived from RosettaCode[4]. They did not have
comments explaining what was happening, nor did they use the best idiomatic approach in every
case.

I have reviewed and corrected as many examples as possible and added relevant comments. This
involved compiling/executing the example code and ensuring consistent output. Where further
advice was needed, relevant sources were solicited for better examples, source code comments,
explanations, descriptions and clarifications on existing text.

4.1.1 Programming Language Comparison

One page of particular interest on the website is the Programming Language Comparison. This
page has a set of questions designed to raise awareness about the major differences between
programming languages, and is focused on issues particularly affecting the use of programming
languages in education.

Each {question language} pair can be rated as follows:

• Blue - This language is particularly good in this area.

• Green - This language suitably meets the requirements.

• Orange - There are potentially issues that need to be considered.

• Red - There are definitely issues that need to be considered.

The programming language comparison includes every major language discussed on the site.
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Figure 1: The front page of the Programming Dojo.
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Figure 2: The language page for C++.
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Figure 3: The language comparison page.
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4.2 Posters

Classrooms are an important environment for students to learn. Having a room that is stimulat-
ing and exciting encourages learning and ignites curiosity. Using different platforms to stimulate
the senses also means that students with different learning needs are included.

Many existing posters don’t focus on computer science specific topics - rather they focus on the
broad picture of information technology[16].

I have developed a set of posters (see figure 4) for the computer science class room that are
directly related to programming languages. Each poster is an example of a specific programming
language which includes a source code example and a list of topical keywords.

These posters are designed with several goals in mind:

• Stimulate discussion about programming languages in the class room.

• Students can look at the posters and see examples of different programming languages.

• The posters can be used as a starting point for further research and inquiry learning.

• The depicted algorithm fizz buzz[17] can be used as a teaching tool for algorithmic thinking.

• Be eye-catching, fun, inspirational and aesthetically pleasing.

The posters are available online[18]. This page discusses how the posters can be used in the
classroom as a tool for teaching about computer science and programming languages.
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This poster is part of a series of posters about computer programming languages. 
More information can be found online: http://programming.dojo.net.nz/posters-2010

Released under the GNU Free Documentation License. Copyright © 2010 Samuel Williams.

言語道場

1.upto(100) do |n|
  print "Fizz" if a = (n % 3).zero?
  print "Buzz" if b = (n % 5).zero?
  print n unless (a || b)
  print "\n"
end

Ruby
http://programming.dojo.net.nz/ruby

Object Oriented Cross PlatformDynamic TypingImperative

Web Development Network Development Game Development Application Development

This poster is part of a series of posters about computer programming languages. 
More information can be found online: http://programming.dojo.net.nz/posters-2010

Released under the GNU Free Documentation License. Copyright © 2010 Samuel Williams.

言語道場
#include <stdio.h>
 
int main (void)
{
    int i;
    for (i = 1; i <= 100; i++)
    {
        if (!(i % 15))
            printf ("FizzBuzz\n");
        else if (!(i % 3))
            printf ("Fizz\n");
        else if (!(i % 5))
            printf ("Buzz\n");
        else
            printf ("%d\n", i);
    }
    return 0;
}

C
http://programming.dojo.net.nz/c

Embedded DevelopmentHigh Performance Game DevelopmentOperating Systems 
Development

Imperative Procedural Legacy Statically Typed

Application Development

This poster is part of a series of posters about computer programming languages. 
More information can be found online: http://programming.dojo.net.nz/posters-2010

Released under the GNU Free Documentation License. Copyright © 2010 Samuel Williams.

言語道場
public class FizzBuzz {
public static void main (String[] args) {
for (int i= 1; i <= 100; i++) {
if (i % 15 == 0) {
System.out.println("FizzBuzz");

} else if (i % 3 == 0) {
System.out.println("Fizz");

} else if (i % 5 == 0) {
System.out.println("Buzz");

} else {
System.out.println(i);

}
}

}
}

Java
http://programming.dojo.net.nz/java

Application DevelopmentBusiness Oriented Embedded DevelopmentNetworked Applications

Imperative Object Oriented Cross Platform Statically Typed

This poster is part of a series of posters about computer programming languages. 
More information can be found online: http://programming.dojo.net.nz/posters-2010

Released under the GNU Free Documentation License. Copyright © 2010 Samuel Williams.

言語道場

(do ((i 1 (+ i 1)))
    ((> i 100))
    (display
      (cond ((= 0 (modulo i 15)) "FizzBuzz")
            ((= 0 (modulo i 3))  "Fizz")
            ((= 0 (modulo i 5))  "Buzz")
            (else                i)))
    (newline))

Scheme
http://programming.dojo.net.nz/scheme

Academic ResearchMinimalist Web DevelopmentInformation Processing

Functional Homoiconic Cross Platform Dynamically Typed

Figure 4: Several examples of the programming language posters.
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5 Results

The initial set of pages about Ruby were well received by the Ruby community with around 800
page views during March. However, there was little interest from the educational community to
pursue a full set of learning resources centred around Ruby.

This lead to the development of the ‘Programming Dojo’ website, which was made public right
from the very beginning (early April 2010). Throughout the ongoing design and development pro-
cess, people have provided critical insight regarding the educational content and structure.

5.1 Raising Awareness

The ‘Programming Dojo’ was popular on the following sites:

Site Popularity
Twitter 20+ retweets in 2 days
Reddit 60+ upvotes in 10 hours
DZone 10+ upvotes and hit the front page
Delicious 78 saved links by the 10th of May

The general response was very positive.

5.2 Analysis of Visitors

On May 2nd, 2010, the site was published on several news sites and mailing lists. During the
following two weeks, there were over 6000 unique visitors and over 25,000 page views. On average,
users viewed 4.13 pages which shows that they were consistently drawn into the site. The most
popular languages in order:

Language Page Views
Python 1611
Haskell 1348
Ruby 1309
C 1119
C++ 1072
Java 1014
Scheme 937
PHP 825
JavaScript 822
Smalltalk 729
Perl 680
Basic 680
Pascal 474

During the last month, the posters have been downloaded 239 times. At least one person has
written a blog post about the website publicly[19], and several local schools appear to be either
reviewing or using the resource, including Christchurch Boys High School.

The initial popularity highlights the value of this resource.
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6 Feedback

Almost every page on the ‘Programming Dojo’ has received useful feedback from multiple
sources1. This has contributed to the overall quality of the resource, including the following
major areas:

• Fixes in descriptive text, including grammar and accuracy of the description.

• Discussion about languages in the comparison chart continues to improve its accuracy.

• Source code examples have been checked for validity, and fixed accordingly.

• Additional links to external resources have been suggested.

• Changes in the high-level structure of the site based on constructive discussion.

6.1 General Feedback

Many positive comments were submitted in various mediums (via the contact page, via comments
on the news articles, etc). Here are some specific quotes:

“I like the way this is unfolding and wanted to suggest you start a serious effort to get
people to join a mailing list for updates.” - John (who has apparently been following
the site for some time)

“I’m a beginner Objective-C developer, I like desktop Mac apps :) Any plans for a
ObjC Dojo? :-) Keep up the great work! Greetings from Oslo, Norway.” - Storm

“It seems that the C# language is missing from the site. I’d be happy to write it up
for you if you’d like.” - Charlie

“It looks like you have left python off of the list of functional languages. Since Ruby
and Python have similar functional programming features it seems Python should be
included as well. Since you mention Python’s functional features on the Python page
I suspect this omission is just an error. I just thought I’d let you know. Nice site, by
the way, it’s very informative.” - Curtis

“How about OCaml? Functional and OO.” - Anonymous

“It looks great. Erlang might be a good addition?” - Chris

“Great site, learned quite a few things from it.” - Jeff

“What, no FORTRAN?” - Anonymous

“Thank you so much for this. I’m majoring in Computer Engineering with no pro-
gramming background and I’m definitely adding this to my bookmarks. :)” - Anony-
mous

“Thanks SO much - I will look at it this weekend, we need more of this! Will try and
get feedback to you on Monday.” - Sonya discussing the initial Ruby tutorial.

The following sections discuss particularly important areas of the website and relevant feed-
back.

1To improve privacy only first names have been used in this report, however the majority of these comments
were made in public forums.
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6.2 Front Page

Initially the front page did not have a list of programming languages. Tim Bell mentioned
that the site needed to draw people in, and this lead to the development of the programming
language list (with dynamic category selection), and the major ‘For Students’ and ‘For Teachers’
segments.

Several rounds of feedback from various people have improved the content and text on the front
page.

6.3 Languages : C

I reviewed the source code on the C page and solicited feedback from FreeNode IRC in channel
‘C’. I received helpful suggestions about improving the source code example.

6.4 Languages : C++

I reviewed the source code on the C++ page and solicited feedback from FreeNode IRC in
channel ‘C++’. We had an interesting discussion about using C++ as a programming language
in education.

6.5 Languages : Haskell

The original source code example for Haskell did not have comments and was not easily un-
derstandable. I also did not have a good understanding of why someone would want to use
Haskell.

I contacted the Haskell mailing list for assistance and it was moderately helpful. Kyle discussed
the features of Haskell and why it is a useful programming language; he also provided excellent
comments for existing Haskell code. Stephen discussed the use of Haskell in an educational
context. Several useful links were suggested.

A single point about static typing in the initial discussion formed a new thread about typing
and compile time errors.

6.6 Languages : Java

I reviewed the source code on the Java page and refactored it to use more idiomatic structure. I
also added comments.

While discussing Ruby, Robert mentioned that Java is not a pure object oriented system, and
this was used to improve the content of the Java page.

6.7 Languages : JavaScript

I wrote the code for the JavaScript example. Leon provided several improvements.
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6.8 Languages : PHP

Michael wrote the original PHP source code on request, and I subsequently improved it.

6.9 Languages : Pascal

I formatted the source code with comments and checked that it worked. Vilna mentioned that
she used to use Pascal successfully, tried Visual Basic which wasn’t so successful, and now uses
Python.

6.10 Languages : Perl

The initial Perl source code was not well structured so I solicited improvements from the Perl
mailing list. The replies were very concise and helpful. Shlomi provided several source code
examples which were used on the Perl page, suggested several useful links, and also discussed
the features and benefits of Perl.

6.11 Languages : Python

I was interested to know why people would want to use Python.

The Python mailing list was generally very helpful and provided useful contributions. Chris
provided a useful list of reasons supporting the use of Python, and also provided a comprehensive
review of the programming language comparison. André provided a very useful link to the Python
EDU-SIG page[5].

One thread which asked for general feedback eventually became a discussion about indenta-
tion.

6.12 Languages : Ruby

The ruby-lang mailing list was asked to provide feedback on the website. They checked code and
provided enhancements. They commented on the language comparison and offered useful feed-
back. Josh in particular provided a comprehensive review of several languages in the comparison
chart.

Robert corrected several omissions in the language descriptions (notably Java) and offered sug-
gestions about how they could be fixed. Rick discussed the nature of compiled vs interpreted
languages and how this classification is a feature of the implementation rather than the lan-
guage.

The Rails Bridge mailing list provided lots of positive feedback including several suggestions for
improvements to the code. Jeff raised the issue that the language pages themselves did not really
answer important questions such as ‘Why would I pick this language?’ or ‘Is it popular?’. He also
mentioned that the terminology might be too complex for beginners. This feedback prompted
the addition of a ‘Why would I learn this language?’ section to every language page.

The thread was eventually hijacked by someone talking about another site about Ruby.
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6.13 Languages : Scheme

The Scheme mailing provided fairly useful feedback. The majority of discussion was highly
academic, with several people contributing somewhat offensive feedback.

Matthias asserted that teaching any real programming language to students is not suitable,
and provided links to several research papers. Shriram provided some useful ideas relating to
terminology.

Stephen was incredibly helpful and provided examples in both Haskell and Scheme.

6.14 Languages : Smalltalk

The Smalltalk community was generally very helpful and provided many useful links. David and
John both provided some example code. Lawson mentioned that one of the main benefits of
Smalltalk is the ‘liveness’ of its objects, and provided some interesting comments on Smalltalk’s
major features.

6.15 Resources : Programming Language Posters

No feedback has been received about the posters. I’m not aware of their use at this time.

6.16 Resources : Programming Language Comparison

Throughout the construction of the site, feedback has been received about the programming
language comparison chart. In every case, this feedback has been reviewed seriously with the
goal of providing a balanced comparison.

Sean (helpfully) complained that the language comparison chart did not include all the languages
that were available at the site. This prompted the addition of PHP and JavaScript

Several people mentioned that Python was a functional programming language, however after
discussing this on the python mailing list, the general consensus about Python was that it is not
a functional language, but did have several functional features such as lambdas, list comprehen-
sions, etc. This information was used to update the programming language comparison.

After incorporating feedback from several groups, I decided to add the ‘Blue’ classification, which
indicates a particularly remarkable feature about a language.
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7 Discussion

Overall the site has been well received by the online community. Programming languages are a
relatively niche topic, but the results show that many people are interested.

The front page was highly successful at drawing people into the site, so developing that part of
the site was time well spent. The structure of the site has meant that many people find it a
useful starting point, and thus it has been bookmarked by many people as a resource they might
refer to in the future.

The level of information seems to be about right. No one has complained that there wasn’t
enough information for individual languages. Conversely, no one has complained that there was
too much. This seems to indicate that the right balance between technical detail and informal
prose has been found.

Several people have requested additional languages. Care needs to be taken to ensure that the
site remains relevant, and one of the initial goals was to provide a broad scope for existing
methodologies and paradigms. Languages which are similar to existing languages potentially
enlarge the site without adding much value.

Due to the inherent nature of the posters being physical objects, more time and feedback is
required to assess the usefulness of this component of the resource.

I have enjoyed the project and look forward to developing it further.

8 Conclusion

The website and posters were produced and provide a unique resource for use by both teachers
and students for learning more about programming languages. Initial feedback and usage has
been positive. Constructive comments were taken seriously and used to modify and improve the
site. Over time, increased awareness of programming languages will hopefully enhance computer
science education.

8.1 Future Plans

There are several things that will continue to be incrementally improved:

• Additional languages that fit within the goals of the site.

• A new section per page which discusses similar/derived programming languages.

• Additional examples of source code could be added for better coverage of language features.

• Additional external links and resources as they are found/recommended/created.

• A larger set of posters with improved design/structure.

There are several diversifications which are potential avenues for development:

• Programming language competitions where the focus is on a wide coverage of solutions in
different programming languages. This could be done by having a major award category
for each programming language.
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• A discussion forum for people interested in discussing programming languages and asking
questions about high-level features of programming languages.

• Some kind of computer programming club where the focus is not on any specific language
or platform, but inclusive of many different approaches and environments.
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